|  |  |  |
| --- | --- | --- |
|  | **INDIRA NATIONAL SCHOOL**  **WAKAD,PUNE** |  |

***ACADEMIC YEAR 2020-2021***

**COMPUTER SCIENCE PRACTICAL FILE**

![Image result for monitor screen](data:image/jpeg;base64,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)

**Name:Shravan Sheth**

**CBSE Roll No.:**

**Class:XII**

**Exam:AISSCE - 2021**

**INDEX**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **S.No** | **Programs** | **Date of Program** | **Date of Submission** | **Signature** |
| **1** | Write a Program that reads a date as an integer in the format MMDDYYYY.The program will print the date in the format <Month Name><day>, <year> | 07-Jul-2020 | 08-Jul-2020 |  |
| **2** | Create a dictionary whose keys are month names and whose values are the number of days in the corresponding months. | 23-Jul-2020 | 24-Jul-2020 |  |
| **3** | Write a function nthRoot() that receives two parameters x and n and returns nth root of x i.e **X 1/n** | 28-Jul-2020 | 29-Jul-2020 |  |
| **4** | Write a function named volumeBox( ) to calculate and return the volume of a box. | 28-Aug-2020 | 29-Aug-2020 |  |
| **5** | Write a function calci() to calculate addition,subtraction,multiplication,division of two numbers and return the results to calling function. | 28-Aug-2020 | 29-Aug-2020 |  |
| **6** | Write Python functions for the following  i) A function cubeN() that takes a number as argument and calculates and prints cube of it . If there is no value passed to the function then function should calculate cube of 2.  ii) A function checkS() that accepts two strings and compares them . If both are equal prints ‘True’ otherwise prints ‘False’  Write a Menu driven program to invoke the above two functions. | 03-Sep-2020 | 04-Sep-2020 |  |
| **7** | Write a function to print Fibonacci series up to n .  Example if n =25 | 16-Sep-2020 | 17-Sep-2020 |  |
| **8** | Write a function to print sum of digits of a number. | 17-Sep-2020 | 18-Sep-2020 |  |
| **9** | Write a program that takes number and check if it is happy number by using following functions in it.  Sum\_sq\_digits() : returns the sum of the square of the digits of the number,using the recursive technique.  isHAppy() : checks if the given number is a happy number by calling the function Sum\_sq\_digits() and displays an appropriate message. | 22-Sep-2020 | 23-Sep-2020 |  |
| **S.No** | **Programs** | **Date of Program** | **Date of Submission** | **Signature** |
| **10** | Write a program to count ‘He’ or ‘His’ present in the text file ‘story.txt’ | 25-Sep-2020 | 28-Sep-2020 |  |
| **11** | Write a program to count and display the number of lines starting with alphabet ‘W’ present in the text file “poem.txt” | 25-Sep-2020 | 28-Sep-2020 |  |
| **12** | A file ‘sports.dat’ contains information in following format: Event-Participant  Define a function Athletic\_display() that would read contents from file sports.dat and creates a file named Athletic.dat copying only those records from sports.dat where the event name is ‘Athletics’  Write a program to invoke Athletic\_display() . | 29-Sep-2020 | 30-Sep-2020 |  |
| **13** | Write a database connectivity program to fetch all the records from student table. | 30-Sep-2020 | 1-Oct-2020 |  |
| **14** | Write a database connectivity program to insert a new student record to student table. | 30-Sep-2020 | 1-Oct-2020 |  |
| **15** | Write a database connectivity program to delete a student record from student table. | 06-Oct-2020 | 07-Oct-2020 |  |
| **16** | Write a database connectivity program to modify student record of a student table. | 08-Oct-2020 | 09-Oct-2020 |  |
| **17** | Write a program to Search for an element in a list using Binary search technique. | 26-Oct-2020 | 27-Oct-2020 |  |
| **18** | Write a program to insert an element into an ordered list. | 26-Oct-2020 | 27-Oct-2020 |  |
| **19** | Write a program to delete an element from an ordered list. | 26-Oct-2020 | 27-Oct-2020 |  |
| **20** | Write a program to sort a list using Bubble sort technique. | 26-Oct-2020 | 27-Oct-2020 |  |
| **21** | Write a program to sort a list using Insertion sort technique. | 23-Nov-2020 | 24-Nov-2020 |  |
| **22** | Write a menu driven program to implement a stack. | 25-Nov-2020 | 28-Nov-2020 |  |
| **23** | Write a menu driven program to implement a Queue. | 25-Nov-2020 | 28-Nov-2020 |  |

**DATABASES AND SQL**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **S.No** | **Database** | **Date of Query** | **Date of Submission** | **Signature** |
| **1** | SQL Queries on Employees and EmpSalary Tables. | 20-Apr-2020 | 22-Apr-2020 |  |
| **2** | SQL Queries on Furniture and Arrivals Tables. | 27-Apr-2020 | 29-Apr-2020 |  |

Indira national school, PUNE

Certificate

This is to certify that Master Shravan Sheth

Studying in Indira National School,Pune of **Class XII** Science CBSE Examination Number:\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Has satisfactorily performed the practicals in Computer Science subject

as laid down by the CBSE Board during the academic year **2020 – 2021**.

\_\_\_\_\_\_\_\_ \_\_\_\_\_\_\_\_\_\_\_ \_\_\_\_\_\_\_\_\_

Principal’s External Internal

Signature Examiner Examiner

Date: School Stamp:

**PYTHON PROGRAMS**

**-Shravan Sheth**

**Program 1: Write a Program that reads a date as an integer in the format MMDDYYYY. The program will print the date in the format <Month Name> <day>, <year>**

#Program to read date in MMDDYYYY format and print in Month #Day, Year format

#Creating dictionary to hold months

months = {1 : 'January', 2 : 'February', 3 : 'March',

4 : 'April', 5 : 'May', 6 : 'June', 7 : 'July',

8 : 'August', 9 : 'September', 10 :'October',

11 : 'November', 12 :'December'}

date = int(input("Enter date in MMDDYYYY format : "))

yr = date % 10000 #extracting year

date //= 10000

dy = date % 100 #extracting day

date //= 100

mn = date #extracting month

print(f"Date is {months[mn]} {dy}, {yr}”)

**Output:**

Enter date in MMDDYYYY format : 01062003

Date is January 6, 2003

Enter date in MMDDYYYY format : 05142003

Date is May 14, 2003

**Program 2: Create a dictionary whose keys are month names and whose values are the number of days in the corresponding months -**

**a) Ask the user to enter a month name and use the dictionary to tell them how many days are in the month.**

**b) Print out all of the keys in alphabetical order.**

**c) Print out all of the months with 31 days.**

**d) Print out the key – value pairs sorted by the number of days in each month.**

#Program to store and extract data relating to months and the

#No. of days in them

#Dictionary to store no. of days with month names as key

mn\_days = {'January' : 31, 'February' :28, 'March' : 31,

'April' : 30, 'May' : 31, 'June' : 30, 'July' :31,

'August' : 30, 'September' : 30, 'October' : 31,

'November' : 30, 'December' : 31}

#Printing no. of days in user-given month

mn = input("Enter a month : ")

mn = mn.lower().capitalize()

if mn in mn\_days :

print(mn, "has", mn\_days[mn], "days")

#Printing keys in alphabetical order

print("\nKeys in alphabetical order - ")

L1 = list(mn\_days.keys())

L1.sort()

for ele in L1 :

print(ele, end = ', ')

#Printing months with 31 days

print("\n\nMonths with 31 days - ")

for key in mn\_days :

if mn\_days[key] == 31 :

print(key, end = ', ')

#Printing months sorted by no. of days

print("\n\nMonths sorted by no. of days - ")

L2 = []

for key, val in mn\_days.items() :

L2.append((val, key)) # L2 = [(no. of days, month),…]

L2.sort(reverse = True)

for val, key in L2 : #Printing sorted L2 in desired form

print(key, ':', val, end = ', ')

**Output:**

Enter a month : november

November has 30 days

Keys in alphabetical order -

April, August, December, February, January, July, June, March, May, November, October, September,

Months with 31 days -

January, March, May, July, October, December,

Months sorted by no. of days -

October : 31

May : 31

March : 31

July : 31

January : 31

December : 31

September : 30

November : 30

June : 30

August : 30

April : 30

February : 28

**Program 3: Write a function nthRoot() that receives two parameters x and n and returns nth root of x i.e. X ^(1/n). The default value of n is 2. Write a program to find nth root by invoking nthRoot( ). Program should run till user wants to continue.**

#Program to find nth Root of a number using functions

#Function to return nth Root of argument

def nthRoot(x, n = 2) :

val = x\*\*(1/n)

return val

#\_\_main\_\_

#To test default input

print("Testing default input for nthRoot() – ")

print("Returned value for nthRoot(9) :", nthRoot(9))

cont = True

while cont == True : #While user wants to continue…

print()

x = int(input("\nEnter x : ")) #Getting input

n = int(input("Enter n : "))

print("nthRoot of x =", nthRoot(x, n)) #Invoking nthRoot()

print()

s1 = input("Do you want to try again : ")

if s1[0].lower() != 'y' : #if first letter is not y or Y

cont = False

**Output:**

Testing default input for nthRoot() -

Returned value for nthRoot(9): 3.0

Enter x : 16

Enter n : 2

nthRoot of x = 4.0

Do you want to try again : yes

Enter x : 27

Enter n : 3

nthRoot of x = 3.0

Do you want to try again : no

**Program 4: Write a function named volumeBox( ) to calculate and return the volume of a box. Function should have the following input parameters - a )Length of box b)Width of box c)Height of box Default values for Length, Width and Height parameters are 1,1,1. Write a program to find volume of a box by invoking volumeBox( ) . Program should run till user wants to continue.**

#Program to find volume of a box by creating function for the #same

#Function to return lbh (Volume of box)

def volumeBox(l = 1, b = 1, h = 1) :

V = l \* b \* h

return V

#\_\_main\_\_

#To test default input

print("Testing default input for volumeBox() – ")

print("Returned value for volumeBox() :", volumeBox())

cont = True

while cont == True : #While user wants to continue

print()

l = int(input("Enter length : ")) #Getting input

b = int(input("Enter breadth : "))

h = int(input("Enter height : "))

print("Volume of box =", volumeBox(l, b, h)) #Invoking

#volumeBox()

print()

s1 = input("Do you want to try again : ")

if s1[0].lower() != 'y' : # if first letter is y or Y

cont = False

**Output:**

Testing default input for volumeBox() –

Returned value for volumeBox() : 1

Enter length : 2

Enter breadth : 3

Enter height : 4

Volume of box = 24

Do you want to try again : yes

Enter length : 1

Enter breadth : 5

Enter height : 6

Volume of box = 30

Do you want to try again : no

**Program 5: Write a function calci() to calculate addition, subtraction,**

**multiplication, division of two numbers and return the results to calling function. Write a program to call calci() and print the results. Program should run till user wants to continue.**

#Program to return sum, product, ratio and difference of two #numbers using a function

#Function to return sum, product, difference and ratio

def calci(a, b) :

return a+b, a-b, a\*b, a/b

#\_\_main\_\_

cont = True

while cont == True : #While user wants to continue

print()

a = int(input("Enter a : ")) #Getting input

b = int(input("Enter b : "))

#Invoke calci() and print results

add, sub, mult, div = calci(a, b)

print(f"Sum = {add}, Difference = {sub}")

print(f"Product = {mult}, Division = {div}")

print()

s1 = input("Do you want to try again : ")

if s1[0].lower() != 'y' : #If first letter is y or Y

cont = False

**Output:**

Enter a : 12

Enter b : 4

Sum = 16, Difference = 8

Product = 48, Division = 3.0

Do you want to try again : yes

Enter a : 3

Enter b : 2

Sum = 5, Difference = 1

Product = 6, Division = 1.5

Do you want to try again : no

**Program 6: Write Python functions for the following - i) A function cubeN() that takes a number as argument and calculates and prints cube of it . If there is no value passed to the function then function should calculate cube of 2. ii) A function checkS() that accepts two strings and compares them . If both are equal prints ‘True’ otherwise prints ‘False’ Write a Menu driven program to invoke the above two functions.**

#Menu driven program which can perform comparison of strings #or cubing of a number as per user’s choice

#Returns cube

def cubeN(n = 2) :

val = n\*\*3

return val

#Returns True if s1 and s2 are identical, else False

def checkS(s1, s2) :

return s1 == s2

#\_\_main\_\_

print('''MENU DRIVEN PROGRAM -

1 : Calculate cube of a number

2 : Compare two strings''')

ch = int(input("\nEnter your choice : "))

if ch == 1 : #if user wants to compute cube

n = int(input("\nEnter a number : "))

print("Cube is", cubeN(n))

elif ch == 2 : #if user wants to compare strings

s1 = input("\nEnter first string : ")

s2 = input("Enter second string : ")

if checkS(s1, s2) : # if strings are identical

print("The two strings are identical")

else :

print("The two strings are not identical")

**Output:**

MENU DRIVEN PROGRAM -

1 : Calculate cube of a number

2 : Compare two strings

Enter your choice : 1

Enter a number : 5

Cube is 125

MENU DRIVEN PROGRAM -

1 : Calculate cube of a number

2 : Compare two strings

Enter your choice : 2

Enter first string : sunday

Enter second string : Sunday

The two strings are not identical

MENU DRIVEN PROGRAM -

1 : Calculate cube of a number

2 : Compare two strings

Enter your choice : 2

Enter first string : Sunday

Enter second string : Sunday

The two strings are identical

**Program 7: Write a recursive function to print Fibonacci series up to n.**

#Program to print Fibonacci series using recursion

#Recursively evaluated function to calculate nth term of Fibonacci series

def fib(n) :

if n == 1 : #First term is 0

return 0

elif n == 2 : #Second term is one

return 1

else : #nth term is sum of previous two terms

return fib(n-1) + fib(n-2)

#\_\_main\_\_

n = int(input("Enter n : "))

print("Fibonacci series till", n, "-")

#Loop to print Fibonacci series till n

i = 1

while fib(i) <= n :

print(fib(i), end = ' ')

i += 1

**Output:**

Enter n : 10

Fibonacci series till 10 -

0 1 1 2 3 5 8

Enter n : 1000

Fibonacci series till 1000 -

0 1 1 2 3 5 8 13 21 34 55 89 144 233 377 610 987

**Program 8: Write a recursive function to print sum of digits of a number.**

#Program to evaluate sum of digits of a number using recursion

def sum\_of\_digits(n) :

if n == 0 : #if no digits left…

return 0

else : #sum = first digit + sum of remaining digits

return sum\_of\_digits(n//10) + (n % 10)

#\_\_main\_\_

n = int(input("Enter a number : "))

print(f"Sum of digits = {sum\_of\_digits(n)}")

**Output:**

Enter a number : 1234

Sum of digits = 10

Enter a number : 3609

Sum of digits = 18

**Program 9: A happy number is a number in which the eventual sum of the square of the digits of the number is equal to 1. Write a program that takes number and check if it is happy number by using following functions in it.**

**a) Sum\_sq\_digits() : returns the sum of the square of the digits of the number, using the recursive technique.**

**b) isHAppy() : checks if the given number is a happy number by calling the function Sum\_sq\_digits() and displays an appropriate message.**

#Program to find out whether a given number is a happy number #by using a function that calculates the sum of the squares if #the digits of a number recursively

#Function to calculate sum of squares of digits recursively

def sum\_sq\_digits(n) :

if n == 0 : #if no digits left…

return 0

else : #sum = (first digit)^2 + (sum of squares of

d = n % 10 #remaining digits)

return d\*\*2 + sum\_sq\_digits(n//10)

L = [] #L stores values of n at each stage of recursion

def is\_happy(n) :

global L

nextn = sum\_sq\_digits(n)

if nextn == 1 : #if sum of squares of digits is 1

return True

elif nextn in L : #if values of n will cycle endlessly

return False

else :

L.append(nextn) # add nextn to L

return is\_happy(nextn) #check if nextn is happy no.

#\_\_main\_\_

n = int(input("Enter a number : "))

if is\_happy(n) :

print(n, "is a happy number !")

else :

print(n, "is not a happy number !")

**Output:**

Enter a number : 28

28 is a happy number !

Enter a number : 12

12 is not a happy number !

**Program 10: Write a program to count ‘He’ of ‘His’ present in the text file ‘story.txt’. (Text shown in program)**

text = '''King Krishnadevaraya loved horses and had the best collection of horse breeds in the

Kingdom. Well, one day, a trader came to the King and told him that he had brought

with him a horse of the best breed in Arabia.

He invited the King to inspect the horse. King Krishnadevaraya loved the horse; so the

trader said that the King could buy this one and that he had two more like this one,

back in Arabia that he would go back to get. The King loved the horse so much that he

had to have the other two as well. He paid the trader 5000 gold coins in advance.

The trader promised that he would return within two days with the other horses.'''

F = open("story.txt", "w") #Writing text into file

F.write(text)

F.close()

F = open("story.txt", "r") #Seprating txt into words

words = F.read().split()

F.close()

count = 0 #Counting no. of words

for wrd in words :

if wrd.lower() == "he" or wrd.lower() == "his" :

count += 1

print("No of ocurrences of 'he' or 'his' in text :", count)

**Output:**

No of ocurrences of 'he' or 'his' in text : 7

**Program 11: Write a program to count and display the no. of lines starting with alphabet ‘W’ present in text file ‘poem.txt’. (File content shown in program)**

text = '''When the gloomy gray sky turns to clear azure blue,

And the snow disappears from the ground,

When the birds start to sing, and our moods start to lift,

Then we know Spring is coming around.

When the first flower bulbs poke their heads toward the sun,

Golden daffodils, hyacinths, too;

When the brown grass turns green, and the wildflowers bloom,

Then sweet Spring makes its showy debut.'''

F = open("poem.txt", "w") #Writing text into file

F.write(text)

F.close()

F = open("poem.txt", "r")

count = 0

l = F.readline()

while l : #while lines still left

i = 0

while l[i] in [' ', ' ']: #Skip spaces

i += 1

if l[i] == "W" : #If first letter is 'W'

count += 1

l = F.readline()

F.close()

print("No of lines beginning with 'W' :", count)

**Output:**

No of lines beginning with 'W' : 4

**Program 12: A file ‘sports.dat’ contains information in following format : Event – Participant. Define a function Athletic\_display() that creates a file Athletic.dat, copying only those records from sports.dat where the event name is ‘Athletics’. Write a program to invoke Athletic.display()**

import pickle

def Athletic\_display() :

with open("sports.dat", "rb") as F\_sp : #get data

L\_sp = pickle.load(F\_sp)

L\_ath = []

for (ev, sp) in L\_sp :

if ev == "Athletics" :#add needed records to L\_ath

L\_ath.append((ev, sp))

with open("Athletic.dat", "wb") as F\_ath : #store L\_ath in

#athletic.dat

pickle.dump(L\_ath, F\_ath)

#\_\_main\_\_

sports\_data = [("Football", "Raj"), ('Athletics', "Harish"),

('Tennis', "John"), ("Athletics", "Sam"),

("Football", "Paras"), ("Athletics", "Kartik")]

with open("sports.dat", "wb") as F : #write data to sports.dat

pickle.dump(sports\_data, F)

Athletic\_display()

print("Records stored in 'sports.dat' : ") #print data

with open("sports.dat", "rb") as F :

print(pickle.load(F))

print()

print("Records stored in 'Athletics.dat' : ") # print data

with open("Athletic.dat", "rb") as F :

print(pickle.load(F))

**Output:**

Records stored in 'sports.dat' :

[('Football', 'Raj'), ('Athletics', 'Harish'), ('Tennis', 'John'), ('Athletics', 'Sam'), ('Football', 'Paras'), ('Athletics', 'Kartik')]

Records stored in 'Athletics.dat' :

[('Athletics', 'Harish'), ('Athletics', 'Sam'), ('Athletics', 'Kartik')]

**Program 13: Write a database connectivity program to fetch all records from student table**

|  |  |  |
| --- | --- | --- |
| **Rno** | **Name** | **Avg** |
| 100 | Raj | 76.6 |
| 101 | Harish | 89.6 |
| 102 | Kiran | 98.9 |
| 103 | Vedanth | 92.5 |

import mysql.connector as msc

def print\_table(L) : #prints records one after another

for row in L :

print(row)

print()

con = msc.connect(user = ‘admin’, password = ‘sqlpassword‘, host = 'localhost', database = 'school')

cur = con.cursor()

cur.execute("SELECT \* FROM student;") #retrieve records

print("Records in student : ")

print\_table(cur.fetchall())

cur.close()

con.close()

**Output:**

Records in student :

(100, 'Raj', 76.6)

(101, 'Harish', 89.6)

(102, 'Kiran', 98.9)

(103, 'Vedanth', 92.5)

**Program 14: Write a database connectivity program to add a record to student table**

import mysql.connector as msc

def print\_table(L) : #prints records one after another

for row in L :

print(row)

print()

con = msc.connect(user = 'admin', password = 'sqlpassword', host = 'localhost', database = 'school')

cur = con.cursor()

cur.execute("SELECT \* FROM student;") #show initial records

print("Before record is inserted : ")

print\_table(cur.fetchall())

record = (104, 'Aryan', 65.5) #insert new record

cur.execute(f"INSERT INTO student VALUES {record}")

con.commit()

cur.execute("SELECT \* FROM student;") #show final records

print("After record is inserted : ")

print\_table(cur.fetchall())

cur.close()

con.close()

**Output:**

Before record is inserted :

(100, 'Raj', 76.6)

(101, 'Harish', 89.6)

(102, 'Kiran', 98.9)

(103, 'Vedanth', 92.5)

After record is inserted :

(100, 'Raj', 76.6)

(101, 'Harish', 89.6)

(102, 'Kiran', 98.9)

(103, 'Vedanth', 92.5)

(104, 'Aryan', 65.5)

**Program 15: Write a database connectivity program to delete a record from student table**

import mysql.connector as msc

def print\_table(L) : #prints records one after another

for row in L :

print(row)

print()

con = msc.connect(user = ‘admin’, password = 'sqlpassword', host = 'localhost', database = 'school')

cur = con.cursor()

cur.execute("SELECT \* FROM student;") #show inital records

print("Before record is deleted : ")

print\_table(cur.fetchall())

rno = 104 #delete record with rno 104

cur.execute('''DELETE

FROM student

WHERE rno = {}'''.format(rno))

con.commit()

cur.execute("SELECT \* FROM student;") #show final records

print("After record is deleted : ")

print\_table(cur.fetchall())

cur.close()

con.close()

**Output:**

Before record is deleted :

(100, 'Raj', 76.6)

(101, 'Harish', 89.6)

(102, 'Kiran', 98.9)

(103, 'Vedanth', 92.5)

(104, 'Aryan', 65.5)

After record is deleted :

(100, 'Raj', 76.6)

(101, 'Harish', 89.6)

(102, 'Kiran', 98.9)

(103, 'Vedanth', 92.5)

**Program 16: Write a database connectivity program to update a record into the student table**

import mysql.connector as msc

def print\_table(L) : #prints records one after another

for row in L :

print(row)

print()

con = msc.connect(user = ‘admin’, password = 'sqlpassword', host = 'localhost', database = 'school')

cur = con.cursor()

cur.execute("SELECT \* FROM student;") #show initial records

print("Before record is updated : ")

print\_table(cur.fetchall())

rno = 100

u\_rec = (rno, 'Raj', 81.0) #update record for given rno

cur.execute(f'''UPDATE student

SET name = '{u\_rec[1]}', avg = {u\_rec[2]}

WHERE rno = {rno};''')

cur.execute("SELECT \* FROM student;") #show final records

print("After record is updated : ")

print\_table(cur.fetchall())

cur.close()

con.close()

**Output:**

Before record is updated :

(100, 'Raj', 76.6)

(101, 'Harish', 89.6)

(102, 'Kiran', 98.9)

(103, 'Vedanth', 92.5)

After record is updated :

(100, 'Raj', 81.0)

(101, 'Harish', 89.6)

(102, 'Kiran', 98.9)

(103, 'Vedanth', 92.5)

**Program 17: Write a program to search for an element in a list using binary search technique**

def find\_ele(ele, L) : #finds index using binary search

beg = 0

end = len(L) - 1

while beg <= end :

mid = (beg + end)//2

if L[mid] == ele :

return mid

elif ele < L[mid] :

end = mid - 1 #search lower half

else :

beg = mid + 1 #search uppper half

else :

return None

#\_\_main\_\_

s1 = input("\nEnter list (type n to exit) : ")

while s1.lower() != 'n' : #exit if 'n'

L = list(eval(s1))

s2 = input("\nEnter the element(type n to exit) : ")

while s2.lower() != 'n' :

ele = int(s2)

index = find\_ele(ele, L)

if index == None : #if element not found

print(ele, "is not in the entered list")

else :

print(ele, "found at index", index)

s2 = input("\nEnter the element(type n to exit) : ")

s1 = input("\nEnter list (type n to exit) : ")

**Output:**

Enter list (type n to exit) : 1, 2, 7

Enter the element(type n to exit) : 1

1 found at index 0

Enter the element(type n to exit) : 2

2 found at index 1

Enter the element(type n to exit) : 3

3 is not in the entered list

Enter the element(type n to exit) : 7

7 found at index 2

Enter the element(type n to exit) : n

Enter list (type n to exit) : 8, 9

Enter the element(type n to exit) : 11

11 is not in the entered list

Enter the element(type n to exit) : n

Enter list (type n to exit) : n

**Program 18: Write a program to insert an element into an ordered list**

def find\_index(ele, L) : #finds index for insertion

for i in range(len(L)) :

if ele <= L[i] :

return i

else :

return len(L)

#\_\_main\_\_

s1 = input("\nEnter list (type n to exit) : ")

while s1.lower() != 'n' : #exit if 'n'

L = list(eval(s1))

s2 = input("\nEnter the element(type n to exit) : ")

while s2.lower() != 'n' :

ele = int(s2)

L.insert(find\_index(ele, L), ele) #find index and

#insert

print("Element is inserted : ", L)

s2 = input("\nEnter the element(type n to exit) : ")

s1 = input("\nEnter list (type n to exit) : ")

**Output:**

Enter list (type n to exit) : 1, 4, 7

Enter the element(type n to exit) : 2

Element is inserted : [1, 2, 4, 7]

Enter the element(type n to exit) : 3

Element is inserted : [1, 2, 3, 4, 7]

Enter the element(type n to exit) : 4

Element is inserted : [1, 2, 3, 4, 4, 7]

Enter the element(type n to exit) : 7

Element is inserted : [1, 2, 3, 4, 4, 7, 7]

Enter the element(type n to exit) : 0

Element is inserted : [0, 1, 2, 3, 4, 4, 7, 7]

Enter the element(type n to exit) : 9

Element is inserted : [0, 1, 2, 3, 4, 4, 7, 7, 9]

Enter the element(type n to exit) : n

Enter list (type n to exit) : n

**Program 19: Write a program to delete an element from an ordered list**

def find\_index(ele, L) : #finds index for deletion

for i in range(len(L)) :

if ele == L[i] :

return i

else :

return None

#\_\_main\_\_

s1 = input("\nEnter list (type n to exit) : ")

while s1.lower() != 'n' : #exit if 'n'

L = list(eval(s1))

s2 = input("\nEnter the element(type n to exit) : ")

while s2.lower() != 'n' :

ele = int(s2)

index = find\_index(ele, L) #find index

if index == None : #if element not present

print(ele, "not in list")

else :

del L[index]

print("Element is deleted", L)

s2 = input("\nEnter the element(type n to exit) : ")

s1 = input("\nEnter list (type n to exit) : ")

**Output:**

Enter list (type n to exit) : 0, 1, 3, 6, 7, 11, 13

Enter the element(type n to exit) : 3

Element is deleted [0, 1, 6, 7, 11, 13]

Enter the element(type n to exit) : 0

Element is deleted [1, 6, 7, 11, 13]

Enter the element(type n to exit) : 13

Element is deleted [1, 6, 7, 11]

Enter the element(type n to exit) : 7

Element is deleted [1, 6, 11]

Enter the element(type n to exit) : 5

5 not in list

Enter the element(type n to exit) : n

Enter list (type n to exit) : n

**Program 20: Write a program to sort a list using the bubble sort method**

def bubble\_sort(L) :

for i in range(1, len(L) - 1) : #i = no of elements to

#leave at end of list

for j in range(len(L) - i) :

if L[j] > L[j + 1] :

L[j], L[j+1] = L[j+1], L[j]

#\_\_main\_\_

s1 = input("\nEnter list (type n to exit) : ")

while s1.lower() != 'n' :

L = list(eval(s1)) #input, sort and print

bubble\_sort(L)

print("Sorted list : ", L)

s1 = input("\nEnter list (type n to exit) : ")

**Output:**

Enter list (type n to exit) : 1, 9, 2, 7, 13, -3

Sorted list : [-3, 1, 2, 7, 9, 13]

Enter list (type n to exit) : 1, 9, 3, 6, 2

Sorted list : [1, 2, 3, 6, 9]

Enter list (type n to exit) : n

**Program 21 : Write a program to sort a list using the insertion sort method**

def insertion\_sort(L) :

for i in range(1, len(L)) :

j = i

while j > 0 and L[j] < L[j - 1] :

L[j], L[j-1] = L[j-1], L[j]

j = j - 1

#\_\_main\_\_

s1 = input("\nEnter list (type n to exit) : ")

while s1.lower() != 'n' :

L = list(eval(s1)) #input, sort and print

insertion\_sort(L)

print("Sorted list : ", L)

s1 = input("\nEnter list (type n to exit) : ")

**Output:**

Enter list (type n to exit) : 3, 7, 1, 2, -4, 2.5

Sorted list : [-4, 1, 2, 2.5, 3, 7]

Enter list (type n to exit) : 1, 4, 2, 6, 2, 0

Sorted list : [0, 1, 2, 2, 4, 6]

Enter list (type n to exit) : n

**Program 22 : Write a menu driven program to implement a stack**

def pop() :

global L, top

val = L[top] #del and return top value

del L[top]

top = top - 1

return val

def push(ele) :

global L, top

L.append(ele)

top = top + 1

def peek() :

global L, top

return L[top]

def traverse() :

global L, top

s = f"{peek()} <-- top" #creates a string showing

#traversal of stack

for i in range(top - 1, - 1, -1) :

s += "\n{}".format(L[i])

return s

def clear() :

global L, top

L.clear()

top = -1

#\_\_main\_\_

L = []

top = -1

menu = '''

Type 1 to push

Type 2 to peek

Type 3 to pop

Type t to traverse

Type c to clear stack

(Type quit to close ) '''

print(menu)

s = input("\n>> ").lower()

while s != "quit" :

if s == '1' :

ele = int(input("Enter item to be pushed : "))

push(ele)

print(ele, "is pushed into stack")

elif s == '2' :

if top >= 0 :

print(peek())

else :

print("Stack is empty")

elif s == '3' :

if top >= 0 :

print(pop())

print("An item has been popped")

else :

print("Underflow error")

elif s == 't' :

if top >= 0 :

print(traverse())

else :

print("Stack is empty")

elif s == 'c' :

clear()

print("Stack is cleared")

elif s.isspace() or s == '' :

print(menu)

else :

print("Invalid")

s = input("\n>> ").lower()

**Output:**

Type 1 to push

Type 2 to peek

Type 3 to pop

Type t to traverse

Type c to clear stack

(Type quit to close )

>> 1

Enter item to be pushed : 10

10 is pushed into stack

>> 1

Enter item to be pushed : 20

20 is pushed into stack

>> 1

Enter item to be pushed : 30

30 is pushed into stack

>> 2

30

>> 3

30

An item has been popped

>> 2

20

>> 1

Enter item to be pushed : 50

50 is pushed into stack

>> t

50 <-- top

20

10

>> c

Stack is cleared

>> 2

Stack is empty

>> quit

**Output:**

Type 1 to push

Type 2 to peek

Type 3 to pop

Type t to traverse

Type c to clear stack

(Type quit to close )

>> 4

Invalid

>>

Type 1 to push

Type 2 to peek

Type 3 to pop

Type t to traverse

Type c to clear stack

(Type quit to close )

>> 1

Enter item to be pushed : 10

10 is pushed into stack

>> 3

10

An item has been popped

>> 2

Stack is empty

>> 3

Underflow error

>> t

Stack is empty

>> quit

Indira National School: Computer Science

**1.To show firstname,lastname,address and city of all employees living in Paris.**

SELECT firstname, lastname, address, city

FROM employees

WHERE city = 'paris';

+-----------+----------+-----------------+-------+

| firstname | lastname | address | city |

+-----------+----------+-----------------+-------+

| GOERGE | SMITH | 83 FIRST STREET | PARIS |

| PETER | THOMPSON | 11 RED ROAD | PARIS |

+-----------+----------+-----------------+-------+

**2.To display the content of EMPLOYEES table in descending order of firstname.**

SELECT \*

FROM employees

ORDER BY firstname DESC;

+-------+-----------+----------+-------------------+------------+

| empid | firstname | lastname | address | city |

+-------+-----------+----------+-------------------+------------+

| 215 | SARAH | ACKERMAN | 440 US.110 | HOWARD |

| 152 | SAM | TONES | 33 ELM STREET | NEW DELHI |

| 300 | ROBERT | SAMUEL | 9 FIFTH CROSS |WASHINGTON |

| 400 | RACHEL | LEE | 121 HARRISON ST. | NEW YORK |

| 441 | PETER | THOMPSON | 11 RED ROAD | PARIS |

| 105 | MARY | JONES | 842 VINE AVE. | NEW YORK |

| 244 | MANILA | SENGUPTA | 24 FRIENDS STREET | NEW DELHI |

| 335 | HENRY | WILLIAMS | 12 MOORE STREET | BOSTON |

| 10 | GOERGE | SMITH | 83 FIRST STREET | PARIS |

+-------+-----------+----------+-------------------+------------+

**3.To display empid & First name of all employees who are clerk,Salesman or Director.**

SELECT empid, firstname

FROM employees NATURAL JOIN empsalary

WHERE designation IN ('director', 'salesman', 'clerk');

+-------+-----------+

| empid | firstname |

+-------+-----------+

| 152 | SAM |

| 244 | MANILA |

| 300 | ROBERT |

| 335 | HENRY |

| 400 | RACHEL |

| 441 | PETER |

+-------+-----------+

**4.To display empid ,firstname,lastname , salary,benefits and total salary that is calculated as salary+benefits**

SELECT empid, firstname, lastname, salary, benefits, (salary + benefits) AS 'total salary'

FROM employees NATURAL JOIN empsalary;

+-------+-----------+----------+----------+----------+--------------+

| empid | firstname | lastname | salary | benefits | total salary |

+-------+-----------+----------+----------+----------+--------------+

| 105 | MARY | JONES | 65000.00 | 15000.00 | 80000.00 |

| 152 | SAM | TONES | 80000.00 | 25000.00 | 105000.00 |

| 215 | SARAH | ACKERMAN | 75000.00 | 12500.00 | 87500.00 |

| 244 | MANILA | SENGUPTA | 5000.00 | 1200.00 | 6200.00 |

| 300 | ROBERT | SAMUEL | 4500.00 | 1000.00 | 5500.00 |

| 335 | HENRY | WILLIAMS | 4500.00 | 1000.00 | 5500.00 |

| 400 | RACHEL | LEE | 3200.00 | 750.00 | 3950.00 |

| 441 | PETER | THOMPSON | 2800.00 | 750.00 | 3550.00 |

+-------+-----------+----------+----------+----------+--------------+

**5.To display sum and avg of salaries of all Employees.**

SELECT SUM(salary), AVG(salary)

FROM empsalary;

+-------------+--------------+

| SUM(salary) | AVG(salary) |

+-------------+--------------+

| 315000.00 | 35000.000000 |

+-------------+--------------+

**6.To display maximum and minimum salaries of all Managers.**

SELECT MAX(salary), MIN(salary)

FROM empsalary

WHERE designation = 'manager';

+-------------+-------------+

| MAX(salary) | MIN(salary) |

+-------------+-------------+

| 75000.00 | 65000.00 |

+-------------+-------------+

**7.To display empid and salary of all the employees who are getting salary in the range of 32000 -65000**

SELECT empid, salary

FROM empsalary

WHERE salary BETWEEN 32000 AND 65000;

+-------+----------+

| empid | salary |

+-------+----------+

| 105 | 65000.00 |

+-------+----------+

**8.To display all employees whose first name has letter ‘A’ .**

SELECT \*

FROM employees

WHERE firstname LIKE '%A%';

+-------+-----------+----------+-------------------+-----------+

| empid | firstname | lastname | address | city |

+-------+-----------+----------+-------------------+-----------+

| 105 | MARY | JONES | 842 VINE AVE. | NEW YORK |

| 152 | SAM | TONES | 33 ELM STREET | NEW DELHI |

| 215 | SARAH | ACKERMAN | 440 US.110 | HOWARD |

| 244 | MANILA | SENGUPTA | 24 FRIENDS STREET | NEW DELHI |

| 400 | RACHEL | LEE | 121 HARRISON ST. | NEW YORK |

+-------+-----------+----------+-------------------+-----------+

**9.To display all the employees who stay in NEW DELHI, NEW YORK, PARIS**

SELECT \*

FROM employees

WHERE city IN ('new delhi', 'new york', 'paris');

+-------+-----------+----------+-------------------+-----------+

| empid | firstname | lastname | address | city |

+-------+-----------+----------+-------------------+-----------+

| 10 | GOERGE | SMITH | 83 FIRST STREET | PARIS |

| 105 | MARY | JONES | 842 VINE AVE. | NEW YORK |

| 152 | SAM | TONES | 33 ELM STREET | NEW DELHI |

| 244 | MANILA | SENGUPTA | 24 FRIENDS STREET | NEW DELHI |

| 400 | RACHEL | LEE | 121 HARRISON ST. | NEW YORK |

| 441 | PETER | THOMPSON | 11 RED ROAD | PARIS |

+-------+-----------+----------+-------------------+-----------+

**10. To display all the salesmen having salary more than 5000.**

SELECT \*

FROM empsalary

WHERE designation = 'salesman' AND salary > 5000 ;

Empty set (0.00 sec)

**11.To add a new column Bonus of type float(6,2) in Table EMPSALARY.**

ALTER TABLE empsalary

ADD bonus float(6, 2);

Query OK, 0 rows affected, 1 warning (0.02 sec)

Records: 0 Duplicates: 0 Warnings: 1

SELECT \* FROM empsalary;

+-------+----------+----------+-------------+-------+

| empid | salary | benefits | designation | bonus |

+-------+----------+----------+-------------+-------+

| 101 | 75000.00 | 15000.00 | Manager | NULL |

| 105 | 65000.00 | 15000.00 | Manager | NULL |

| 152 | 80000.00 | 25000.00 | Director | NULL |

| 215 | 75000.00 | 12500.00 | Manager | NULL |

| 244 | 5000.00 | 1200.00 | Clerk | NULL |

| 300 | 4500.00 | 1000.00 | Clerk | NULL |

| 335 | 4500.00 | 1000.00 | Clerk | NULL |

| 400 | 3200.00 | 750.00 | Salesman | NULL |

| 441 | 2800.00 | 750.00 | Salesman | NULL |

+-------+----------+----------+-------------+-------+

**12 To remove the table from the database.**

DROP TABLE empsalary;

Query OK, 0 rows affected (0.02 sec)

Indira National School: Computer Science

**1.To show all information about Baby cots from FURNITURE table.**

SELECT \*

FROM furniture

WHERE type = 'baby cot';

+------+--------------+----------+-------------+---------+----------+

| fno | itemname | type | dateofstock | price | discount |

+------+--------------+----------+-------------+---------+----------+

| 2 | Pink feather | Baby cot | 2002-01-20 | 7000.00 | 20.00 |

| 3 | Dolphin | Baby cot | 2002-02-19 | 9500.00 | 20.00 |

| 6 | Donald | Baby cot | 2002-02-24 | 6500.00 | 15.00 |

+------+--------------+----------+-------------+---------+----------+

**2.To list the item name which are priced more than 15000 from FURNITURE table.**

SELECT itemname

FROM furniture

WHERE price > 15000 ;

+--------------+

| itemname |

+--------------+

| White Lotus |

| Decent |

| Comfort zone |

| Royal Finish |

| Royal Tiger |

+--------------+

**3.To list item name and type of those items in which date of stock is before 22/01/02 from FURNITURE table in descending order of item name.**

SELECT itemname, type

FROM furniture

WHERE dateofstock < '2002-01-22'

ORDER BY itemname DESC;

+---------------+--------------+

| itemname | type |

+---------------+--------------+

| Pink feather | Baby cot |

| Econo sitting | Sofa |

| Decent | Office Table |

| Comfort zone | Double Bed |

+---------------+--------------+

**4.To count the number of items whose type is ‘Sofa’ from FURNITURE table.**

SELECT COUNT(\*)

FROM furniture

WHERE type = 'sofa' ;

+----------+

| COUNT(\*) |

+----------+

| 2 |

+----------+

**5.To display count of different types of furniture newly arrived.**

SELECT COUNT(DISTINCT type)

FROM arrivals;

+----------------------+

| COUNT(DISTINCT type) |

+----------------------+

| 3 |

+----------------------+

**6.To display average of discount from furniture where type =’Office Table’**

SELECT AVG(discount)

FROM furniture

WHERE type = 'office table';

+---------------+

| AVG(discount) |

+---------------+

| 30.000000 |

+---------------+

**7. To display all item name where price<10000 and discount<=20**

SELECT itemname

FROM furniture

WHERE discount <= 20 AND price <= 10000

UNION

SELECT itemname

FROM arrivals

WHERE discount <= 20 AND price <= 10000 ;

+--------------+

| itemname |

+--------------+

| Pink feather |

| Dolphin |

| Donald |

| Micky |

+--------------+

**8.To increase the Price of Sofa by Rs.1000 of both FURNITURE & ARRIVALS Table.**

UPDATE furniture

SET price = price + 1000

WHERE type = 'sofa';

Query OK, 2 rows affected (0.01 sec)

Rows matched: 2 Changed: 2 Warnings: 0

ON emp1.deptno = dept1.deptno

SELECT \* FROM furniture;

+------+-----------------+--------------+-------------+----------+----------+

| fno | itemname | type | dateofstock | price | discount |

+------+-----------------+--------------+-------------+----------+----------+

| 1 | White Lotus | Double Bed | 2002-02-23 | 30000.00 | 25.00 |

| 2 | Pink feather | Baby cot | 2002-01-20 | 7000.00 | 20.00 |

| 3 | Dolphin | Baby cot | 2002-02-19 | 9500.00 | 20.00 |

| 4 | Decent | Office Table | 2002-01-01 | 25000.00 | 30.00 |

| 5 | Comfort zone | Double Bed | 2002-01-12 | 25000.00 | 25.00 |

| 6 | Donald | Baby cot | 2002-02-24 | 6500.00 | 15.00 |

| 7 | Royal Finish | Office Table | 2002-02-20 | 18000.00 | 30.00 |

| 8 | Royal Tiger | Sofa | 2002-02-22 | 32000.00 | 30.00 |

| 9 | Econo sitting | Sofa | 2001-02-13 | 10500.00 | 25.00 |

| 10 | Eating Paradise | Dining Table | 2002-02-19 | 11500.00 | 25.00 |

+------+-----------------+--------------+-------------+----------+----------+

UPDATE arrivals

SET price = price + 1000

WHERE type = 'sofa';

Query OK, 1 row affected (0.01 sec)

Rows matched: 1 Changed: 1 Warnings: 0

SELECT \* FROM arrivals;

------+---------------+------------+-------------+----------+----------+

| fno | itemname | type | dateofstock | price | discount |

+------+---------------+------------+-------------+----------+----------+

| 11 | World Comfort | Double Bed | 2003-03-23 | 25000.00 | 25.00 |

| 12 | Old Fox | Sofa | 2003-02-20 | 18000.00 | 20.00 |

| 13 | Micky | Baby cot | 2003-02-21 | 7500.00 | 15.00 |

+------+---------------+------------+-------------+----------+----------

**10.To delete all the records from FURNITURE table.**

DELETE

FROM furniture ;

Query OK, 10 rows affected (0.01 sec)

**11. To display all sofas having discount in the range 25-30.**

SELECT \*

FROM arrivals

WHERE type = 'sofa' AND discount BETWEEN 25 AND 30 ;

Empty set (0.00 sec)

**12. To insert the following new row in Furniture table.**

**15 Study Time Writing Table 21/01/02 10000 25**

INSERT INTO furniture

VALUES(15, 'Study time', 'Writing table', '2002-01-21', 10000, 25) ;

Query OK, 1 row affected (0.01 sec)

SELECT \* FROM furniture;

+------+------------+---------------+-------------+----------+----------+

| fno | itemname | type | dateofstock | price | discount |

+------+------------+---------------+-------------+----------+----------+

| 15 | Study time | Writing table | 2002-01-21 | 10000.00 | 25.00 |

+------+------------+---------------+-------------+----------+----------+